Due Date: October 21, 11:59pm

In all problems, prove the correctness of your algorithm and analyze its running time.

**Problem 1:** [10pts] Consider a simplified phone network, with \( n \) base stations specified as points \( b_1, \ldots, b_n \) and \( n \) cellular phones specified as points \( p_1, \ldots, p_n \) in the plane, as well as a range parameter \( r > 0 \). A set of cell phones are fully connected if there is an assignment of phones to stations such that

- Each phone is assigned to a different base station, and
- If \( (p_i, b_j) \) is in the assignment, then the Euclidean distance between \( p_i \) and \( b_j \) is at most \( r \).

Suppose that the owner of the phone located at \( p_1 \) travels continuously for a total of \( z \) units of distance due east. Give an \( O(n^3) \)-time algorithm to decide whether it is possible to keep the set of phones fully connected at all times during the travel.

**Problem 2:** [10pts] Suppose we are given an array \( A[1..m][1..n] \) of non-negative real numbers. We want to round \( A \) to an integer matrix, by replacing each entry \( x \) in \( A \) with either \( \lfloor x \rfloor \) or \( \lceil x \rceil \), without changing the sum of entries in any row or column of \( A \). For example,

\[
\begin{bmatrix}
1.2 & 3.4 & 2.4 \\
3.9 & 4.0 & 2.1 \\
7.9 & 1.6 & 0.5
\end{bmatrix} \rightarrow
\begin{bmatrix}
1 & 4 & 2 \\
4 & 4 & 2 \\
8 & 1 & 1
\end{bmatrix}
\]

(a) [5pts] Describe an efficient algorithm that either rounds \( A \) in this fashion, or reports that no such rounding exists.

(b) [5pts] Prove that a legal rounding is possible if and only if the sum of entries in each row is an integer, and the sum of entries in each column is an integer. In other words, prove that either your algorithm from part (a) returns a legal rounding, or a legal rounding is obviously impossible.

**Problem 3:** [10pts] A cycle cover of a given directed graph \( G = (V, E) \) is a set of vertex-disjoint cycles that cover every vertex in \( G \). Describe an efficient algorithm to find a cycle cover for a given graph, or correctly report that no cycle cover exists. **(Hint: Use bipartite matching.)**